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1 Introduction

A large body of research has been recently motivated by the attempt to extend database manipu-

lation techniques to data on the Web (see [16] for a survey). Most of these research efforts – which

range from the definition of Web query languages and the related optimizations, to systems for

Web site development and management, and to integration techniques – started before XML was

introduced, and therefore have strived for a long time to handle the highly heterogeneous nature of

HTML pages. In the meanwhile, Web data sources have evolved from small, home-made collections

of HTML pages into complex platforms for distributed data access and application development,

and XML promises to impose itself as a more appropriate format for this new breed of Web sites.

XML brings data on the Web closer to databases, since, differently from HTML, it is based on

a clean distinction between the way the data, its logical structure (the DTD), and the chosen

presentation (the stylesheet) are specified. By virtue of this, most of the early research proposals

for data management on the Web are now being reconsidered in this new perspective (see, for a

collection of references, [6]).

In this paper, we discuss the impact of XML on the research work conducted in the last few

years by our group in the framework of the Araneus project. Araneus started as an attempt

to investigate the chances of re-applying traditional database concepts and abstractions, such as

the ones of data-model and query language, to data on the Web. In this spirit, we have developed

several tools and techniques to handle both structured and semistructured data, in the Web style,

as follows: (i) a data model called adm for modeling Web documents and hypertexts [11]; (ii)

languages for wrapping [15, 19, 17] and querying [11, 20] Web sites; (iii) tools and techniques for

Web site design [12] and implementation [21].

An interesting question is how these tools and applications will work in the era of XML. In

the following sections, we will try to answer to this question, by emphasizing how XML fits in this

framework, how it is influencing our ideas and our way of thinking about Web data sources, and

the design choices needed to adapt our tools – originally conceived for HTML – to the management

of XML data.

1.1 A Word of Caution

There are several aspects of XML technology that suggest to say a word of caution here.

First, although very popular, XML is still a new proposal. Also, it comes from a different com-

munity than the database field, i.e., the structured document community. Therefore – despite the

interest it is raising in the database field, as shown by the various initiatives related to developing



query languages for XML [9] in the spirit of databases – we should not forget that XML was

not exclusively or even primarily conceived as a formalism for database applications. Due to this

original nature of XML – and of its ancestor, SGML – it is very likely that it will be adopted

in a variety of applications, some of which will be related to document management, others to

data management and exchange. It is apparent how these two domains are very different from

one another, and require the adoption of different tools and techniques. For example, document

management applications are mostly related to efficiently handling large bodies of text, with rather

simple hierarchical structures (book, chapters, sections, paragraphs, etc.) and little evolutions in

time (unfrequent updates or no updates at all); on the contrary, data management and exchange

applications usually deal with data coming from databases, and therefore with a possibly complex

structure and high dynamics. In this paper, we will discuss XML in the framework of this second

class of database-related applications.

In this respect, it also worth noting that, while there are many large collections of literary texts

in XML formats, there are still very little (if any) real XML-based data-management applications.

It is therefore quite difficult to reason about the data management problems that will come with

XML, since we still haven’t experienced them. Many consider XML as a natural substitute of

HTML in Web site development, but this substitution is much slower that expected, possibly due

to the higher complexity of XML-related technologies with respect to HTML ones. Because of

these considerations, our development in the paper will be mainly informal; we will basically try to

discuss some of the choices and tradeoffs related to modeling (in Section 2), querying (in Section 4),

and developing (in Section 5) XML data sources.

2 adm as a Model for XML

The Araneus Data Model (adm) [11] was introduced as a tool to give an intensional description

of Web sites, in the spirit of databases. The model allows to describe the organization of data in

Web pages by abstracting the logical features with respect to the physical HTML code. In this

section, we briefly describe the model, and how it also allows to describe the logical organization

of XML documents.

2.1 adm in Brief

The fundamental modeling primitives of the model have a natural counterpart in the ones that are

typically offered by object-database systems, the main differences being the absence of hierarchies

and inheritance, and the presence of union types. Thus, adm modeling primitives might somehow

be considered as a subset of ODMG and SQL3 data models, enriched with union types.

In adm each page is seen as a complex object, with an identifier, the url, and a set of attributes.

Pages sharing the same structure are grouped in page-schemes or page-types. Attributes in page-

schemes have a type, which can be either simple, i.e. mono-valued, or multi-valued. Simple types

are TEXT, IMAGE, and LINK (plus other popular MIME types). Links may be typed or untyped;

in the latter case, the destination of a link need not to belong to a specified page-type; this is

very important when modeling Web sites, since it is often the case that homogeneous links reach

pages of different structure and functions. Complex attributes are built using the following type

constructors: (i) tuples; (ii) union types, i.e., disjunctions of attributes; (iii) lists, i.e., ordered



collections of tuples (possibly nested).1 A site scheme is a collection of page-types, one for each

class of pages in the site, connected by links.

In essence, adm is neither a conventional, heavy-weight object-model, nor a light-weight semistruc-

tured model; it can rather be considered as a middle-weight data model, in the sense that it allows

to capture structure when this is present, but at the same time offers flexibility in modeling het-

erogeneities and irregularities using union types and untyped links. In our experiences, the model

has proven quite successful in the description of large and fairly well-structured HTML sites, both

for site querying and for site development purposes.

2.2 Mapping XML DTDs to adm Types

When comparing the model to XML, we should keep in mind that XML has its own formalism

for describing a document structure, i.e., the DTD. However, XML DTDs do mix together both

a description of the logical features of the document, with rather “physical” ones (such as, for

example, entities, which can be more appropriately considered as storage units or macros rather

than structural components); in fact, XML is rather a format than a data model. If we concentrate

on the logical structure, it is possible to see that adm nicely abstracts the modeling primitives

present in XML DTDs, i.e., we can easily associate a database type with a DTD, and a database

object with an XML document.

Consider for example a hypothetical XML repository about books, and books reviews, orga-

nized according to the DTDs in Figure 1. We have a document containing a list of books (an

entry point), pointing to one document for each book; for each book, we have authors, title, price,

plus an optional link to a document containing a list of reviews; each review may be either from

a customer or from a professional; in the latter case, the reviewer name is provided, and an af-

filiation (for space reasons, links have been specified simply as a macro %Xlink, which we assume

corresponds to the full definition of a link in the XLink [5] syntax). These DTDs specify the doc-

ument structure in terms of a number of elements, i.e., attributes for the associated documents;

attributes may be optional, and have a type; this can be either simple or complex; simple type

elements are essentially strings (#PCDATA) or blobs (ANY), or XLinks to other XML documents,

like in <!ATTLIST ToBook %Xlink>; note that, although there are ways to constrain the destination

of an XLink, these are in general unconstrained, i.e., untyped. Complex attributes are based on

a limited number of primitives, as follows: (i) structures, i.e., typed tuples of elements, like in

<!ELEMENT Book (Author+, Title, Price, ToReviews?)>; (ii) union types, i.e., disjunctions of ele-

ments, like in <!ELEMENT Review (CustReview|ProfReview)>; (iii) lists, i.e., ordered collections of

elements (possibly nested) like in <!ELEMENT BookList (Book+)>.

It can be seen how these fundamental primitives closely correspond to the ones that are offered

by adm. Figure 1 shows a graphical representation of an adm scheme corresponding to example

above. In the scheme, “stacks” are used to represent classes of documents; edges denote links.

Figure 1 also contains an explanation of the other graphical primitives. To see how the model

abstracts with respect to the physical features in the DTD, consider for example attribute currency

of element price in DTD Book; although in the DTD it was considered rather as a metadata, and

therefore stored in a slightly different way with respect to elements (such as the title, for example),

1 The model also offers some rather Web-specific constructs, such as forms and maps, which are outside

the scope of this paper.



<!DOCTYPE BookList [

<!ELEMENT BookList (Book+)>

<!ELEMENT Book (Title)>

<!ATTLIST ToBook %Xlink>

<!ELEMENT Title (#PCDATA)> ]>

<!DOCTYPE Book [

<!ELEMENT Book (Author+, Title, Price,

ToReviews?)>

<!ELEMENT Author (#PCDATA)>

<!ELEMENT Title (#PCDATA)>

<!ELEMENT Price (#PCDATA)>

<!ATTLIST Price currency (#PCDATA)>

<!ELEMENT ToReviews EMPTY>

<!ATTLIST ToReviews %Xlink>]>

<!DOCTYPE BookReviews [

<!ELEMENT Title (#PCDATA)>

<!ELEMENT BookReviews (Title, Review+)>

<!ELEMENT Review (CustReview|ProfReview)>

<!ELEMENT CustReview (#PCDATA)>

<!ELEMENT ProfReview (RevName, Body,

Affiliation)

<!ELEMENT RevName (#PCDATA)>

<!ELEMENT Body (#PCDATA)>

<!ELEMENT Affiliation (#PCDATA)>]>

Fig. 1. A Sample adm Scheme

in the database abstraction of the DTD we may decide to ignore this difference, and model it as a

conventional attribute; the same happens in our example for links; in this way, the model provides

a uniform view and query mechanism for data and metadata.

These ideas show how adm – and more generally complex-object models with union types and

untyped links – provides a natural framework for describing XML repositories and their DTDs,

and that we can use the adm abstraction of DTDs as a description of the repository structure.

This holds regardless of the specific kind of application we need to develop on the data, i.e., both

in the case in which we need to query an existing data source and want to derive an a posteriori

high-level description to be used as a basis for the query process, and in the case in which we are

designing and developing our own XML data source and prefer to reason at a higher, abstract level,

instead of directly working with the XML code. These two classes of applications are discussed in

the following Sections. However, before moving to that, we need to elaborate on the relationship

between DTDs, adm and other forms of schema for XML.

3 DTDs and XMLSchema

Our modeling approach is heavily based on the availability of an intensional description of the

target XML documents – such as the DTDs – and on its mapping to adm types. There are,

however, a number of features of DTDs that make their adoption as a formalism for describing the

structure of XML documents quite debatable. These are discussed in the following paragraphs.

DTDs are Optional It is well known that DTDs are not mandatory. They are explicitly referenced

in valid XML documents, and are used by an XML parser to validate the document itself. Other

documents, called well-formed, do not have an explicitly associated DTD. Due to this freedom, it



is still unclear to what extent DTDs will be adopted in XML applications; some consider DTDs

useless.

However, whatever the usage of DTDs will be, we would like to note that, given the special

tagging format of XML documents, a (minimal) DTD for which the document is valid can be

derived by a simple syntactic check of the document.2 We can thus say that any XML document

has an associated DTD (either explicit or implicit) describing its content. In fact, based on these

ideas, we have built a tool that automatically associates an adm scheme with an XML repository,

using the existing DTDs and inferring the missing ones.

DTDs are not Database Types It is true that DTDs are not exactly what we usually consider

a type. They have been introduced by the document community as a means for specifying the

document structure from the parser viewpoint rather than from the DBMS one. As a consequence,

there are several shortcomings associated with their use. For example, elements are ordered in

DTDs, and, although this order may in some cases be relevant, it becomes immaterial once the

corresponding database type is built (as noted in [22]). Also, elements may in some cases mix free

text with subelements, thus complicating the modeling.

On the other side, there is a growing interest by major software vendors in defining standard

classes of DTD-like “schemes” to be used, for example, in e-commerce applications to ease data-

exchange and integration. This has lead on the one side to more elegant and elaborated proposals

for superimposing schemes on XML data that are now coming from the database community, and

on the other side to the creation of several “scheme servers” based on these formalisms, i.e., large

repositories of XML-based schemes standardized for some classes of applications. One of these

formalisms, called XMLSchema [7] seems to be particularly promising. Although the proposal is

still at a quite preliminary stage, its adoption by two major scheme servers, like biztalk.org [2] and

schema.net [4] promises to make it a reference formalism in the field.

Although much more elaborate with respect to data-types, constraints and semantics, XMLSchema

does not depart much from the modeling primitives that are already present in DTDs, and were

discussed in Section 2. We can therefore say that the mapping of DTDs to adm types extends

quite straightforwardly to XMLSchema. In the following, we will generically refer to schemes for

XML documents, including under this notion both DTDs and XMLSchema.

What is important to note here is that these schemes do provide a natural basis for a database-

like treatment of XML documents. In fact, despite their limitations, DTDs have been used for

a long time in text databases as a scheme definition formalism for documents (with reference

to SGML, of which XML is a derivative; see, for example, [18, 10, 13, 14]). These works mainly

concentrate on querying a single SGML document at a time, or several documents from the same

DTD, by loading them in a database, and do not consider collections of linked documents coming

from different DTDs that are to be queried remotely through the network. Still, such a large body

of work shows that it is possible to build quite effective mappings from the DTD structure to a

database structure, and adopt the latter as a scheme for the data. This approach is also advocated

by some of the major database vendors (e.g., Oracle [8]) in their support for XML data.

2 This is, in essence, what a browser does when it parses a well-formed document.



4 Querying XML Data Sources

In our approach, once a target site has been identified for querying purposes, the adm description

of the site is first derived on the basis of a “reverse engineering” process, in which sets of homo-

geneous pages in the site are classified into page-schemes. Then, for typical HTML data sources,

appropriate wrappers need to be written in order to build, from HTML pages in the site, an inter-

nal representation of data as instances of the data model. This process, which in general is rather

delicate and demanding, can either be conducted by manually coding the wrappers, or with the

help of algorithms and tools for automatic wrapper generation. The adm description of the site

and the corresponding wrappers are then used as a basis for the site querying process.

Consider now the case in which we need to query an XML data source instead of an HTML

one. As it is reasonable, we assume that the data source is in general composed of several XML

documents, possibly linked using XLinks. As discussed above, adm may, in principle, model the

structure of these sources based on their schemes. There are however a number of subtleties in this

modeling, and its effectiveness is strongly related to the nature of the data, as we discuss in the

following paragraphs.

How (Semi)Structured is XML ? A nice feature of XML is that schemes also act as natural wrappers

for the documents; in fact, they specify a grammar that can be used to parse the documents looking

for attribute values. Hence, we do not need to generate wrappers as it was needed for HTML sites,

and, once the adm scheme has been constructed based on the scheme, it is in principle possible to

run queries on the source.

However, there are peculiarities of XML data that depart from the traditional database frame-

work, and impose to re-consider some aspects of the querying process. It can be seen that the

approach we have discussed so far is more effective on fairly well-structured sources, and degrades

as soon as the data source becomes less structured. It is very likely that, in the same way as it

happens for current HTML Web sites, XML repositories available on the Web will range from very

structured and regular to highly unstructured (with a whole degree of variants in between). The

latter case will most probably happen in all applications in which the XML data source to model

and query is remote and autonomous, i.e., a collection of linked documents available on the Web,

completely beyond the control of the query system.

In the case of fairly structured repositories, it is possible to use query languages and optimization

techniques in the spirit of databases. It is, for example, possible to load the whole repository in an

object database according to the adm types associated with schemes3 and query it using SQL. Or

– opposite to this “warehousing” approach – in all cases in which freshness of query answers is a

requirement, it is possible to extract data on-line from the repository by navigating it through the

network. To this end, we have developed a query algebra, called Ulixes [12], for navigating and

querying data sources on the Web; queries are written using path-expressions on the adm scheme

of the source: based on the specified path, Ulixes navigates the source starting from some entry-

point (whose URL is known to the system) and materializes the query result in a local database.

To give one example, suppose that we are interested in finding all books in the repository above

3 In this respect, some mechanism for modeling union types in conventional databases is needed.



having at least one review written by Codd. Based on the scheme in Figure 1, the query can be

written in Ulixes as follows4:

CREATE VIEW CoddBooks (Title, Price)

OVER http://books.bla.com

AS SELECT Book.Title, Book.Price

FROM BookList.ToBook -> Book.ToReviews -> BookReviews

WHERE BookReviews.ReviewList.ProfReview.Name LIKE ’%Codd%’

There are a couple of important points that we want to emphasize. When applicable, this

approach has several advantages that are due to the availability of a concise description of the

repository structure (in the spirit of a database scheme) and of a query algebra based on that. In

fact, this allows to specify more accurate queries, and to apply optimization techniques to make

query evaluation more efficient. However, we do not require that the data source is loaded in the

database before actually querying it. Ulixes is capable of navigating it remotely and materializing

in the database only the portions of interest. Therefore, the XML repository is not a conventional

database, and traditional query evaluation techniques need to be reconsidered in this respect [20].

If, on the contrary, the degree of structure in the repository is relatively low, or the scheme

tends to evolve quickly, the techniques above will be quite ineffective. In these cases query languages

developed for semistructured data, which completely ignore the scheme, are to be considered more

appropriate (we don’t have enough space here to elaborate on the various query languages inspired

on semistructured that have been proposed for XML, and refer the reader to [6]).

We therefore envision a scenario in which different XML applications will require the adoption

of different data models and query languages, going from very structured to semistructured. A key

problem, in this respect, is that of choosing the right approach based on the level of “structuredness”

of the target data source. However, a nice feature of XML – which represents a fundamental

difference with respect, for example, to HTML – is that it allows to precisely measure the level of

structuredness of a data source, as follows.

Measuring Regularity and Stability in XML Data There may be two different sources of semistruc-

turedness in XML repositories. The first one is due to low regularity in the structure, the second

one to high chances that the structure evolves from time to time. In both cases it is still possible

to build an adm scheme of the repository (possibly inferring the missing DTDs or XMLSchema).

However, in the case of quite irregular repositories, the number of different schemes will be large,

and therefore the adm scheme will be large. To see this, consider the book example above: suppose

that in a less regular version of the data two (or more) different DTDs are used for books (for

instance, Book for ordinary books, OldBook for old and collectable books, and NewBook for books to

be published, all with slightly different sets of elements); then, when reconstructing the structure,

these would be modeled as separate page-types, and union types would be introduced for each link

towards books. As an extreme, in some cases the number of different types may be in the order of

the number of documents. We can in this case measure the level of regularity in the repository by

the ratio between the size of the scheme (i.e., the number of types and the number of attributes

inside types) and the size of the data (i.e., the number of documents).

4 With respect to the version of the language presented in [11], in the last version of the prototype we

have changed the syntax to make it more similar to SQL3.



Evolution of the repository structure (i.e., changes in the existing schemes or use of new

schemes) of the repository are equally important, since they may require to change the database

scheme. If the XML scheme change, the adm scheme also changes from one repository analysis to

the next one. Also in this case we can measure the level of stability in the repository in a given

period of time, for example by using the ratio between the size of the scheme, and the number of

types that have changed, or the speed of change (number of changes over time).

To summarize, we foresee that XML will be used in data-intensive applications of very different

nature; in some of these, the data will be very structured and stable, in others quite semistructured

or unstable; these different classes will require the adoption of different query languages, which can

be based on the scheme or not. Once a target XML repository has been selected, the measures of

regularity and stability discussed above can be used as a metric and provide a criterion to choose

the right approach to query the repository. However, more work and experiments on actual XML

data are needed to establish the right tresholds for this choice.

5 Developing XML Data Sources

Beside accessing existing Web data sources, another important class of applications is devoted to

developing new ones (see [16] for a survey). This is even more important in the case of XML, since

we are witnessing a growing interest in its adoption, but there are very little available data yet. In

this section, we discuss how techniques we have developed for HTML sites have been extended to

generate XML repositories as well.

Model-Based Development in Araneus Differently from market tools – which are mostly rather

low-level tools, either oriented to pure-HTML development or to procedural and SQL programming

– we have adopted a model-based approach to Web site development, in the sense that our approach

heavily relies on the adoption of high-level models, both at the conceptual and logical level, for

designing and developing sites at all levels of the site design process, namely designing data,

hypertext and presentation.

To leverage robust and wide-spread technology, we adopt a relational database as a back-end for

the site; as a consequence, data to be published in the site is described at the conceptual level using

the well-established Entity-Relationship Model, and at the logical level using relational tables.

The hypertext structure is described using adm; consider again Figure 1; suppose now we are

designing a book site from scratch and want to develop it based on an underlying database – that

is, we are now forward-engineering the site, instead of reverse-engineering it as discussed in the

previous section; a crucial step would be to specify how the target hypertext is to be organized; it

can be seen how adm is particularly effective in giving a concise description of the site hypertext.

Finally, based on adm, we also have a precise notion of style for describing the graphical layout

of data items in a page, and an associated tool, Telemaco [21] for designing styles. Assuming

that we have chosen the scheme in Figure 1 as a scheme for the target site, styles are used to

associate a graphical layout with data items in pages. An attribute style is made of two arbi-

trary pieces of HTML code, between which the attribute values will be enclosed when generating

pages. Consider the book title in the example above; a simple style for it might be: NAME: [<FONT

COLOR="red"><B>] [</B></FONT>]. In this way, when the actual HTML page is generated, the book



title – say “The HTML Sourcebook” – a piece of HTML code of the form: <FONT COLOR="red"><B>The

HTML Sourcebook</B></FONT> will be produced.5

These models fit into a larger methodological framework [12], in which designers start from a

conceptual description of the site domain (an Entity-Relationship scheme) and through a set of

precise steps progressively moves to database logical design (this produces the database relational

scheme), then hypertext design (this produces the site adm scheme), and finally presentation

design (producing page-styles). This process is assisted by Homer [21], a CASE tool conceived

to simplify this design process, and to automatically produce the code for page generation based

on the site design artifacts. One of the main advantages of this model-based approach is that the

overall process is in essence independent from the actual tool chosen for page generation; in fact,

in its current version, Homer may either generate code for our own tool for Web site generation,

called Penelope [11], or Java Server Pages Templates [3]; however, it could easily be extended

to generate code for any of the major Web database gateways. Another important advantage of

working with high-level models such as adm and Telemaco styles is that the site generation phase

is independent from the chosen format, HTML or XML. We have in fact re-generated most of the

sites originally developed in HTML using XML, as discussed in the following paragraphs.

From HTML Sites to XML Repositories In our approach, each page is seen as an instance of an

adm type, i.e., as a URL-identified nested object. When the page is generated, as a first step the

relevant data is extracted from the database and it is nested into the corresponding adm object;

then, as a second step, the actual HTML code is produced, as specified by the corresponding

style. Based on the close correspondence between adm and schemes for XML (either DTDs or

XMLSchema), we have easily adapted our tools in order to produce an XML document (possibly

with XLinks) from the adm object — by enclosing each attribute value between the corresponding

element tags — and the associated DTD from the adm page-type. As a result of this step, the

system produces a collection of linked XML documents and their DTDs.6

XSL in Action As such, the repository could be used for exchange purposes, but it is not browsable.

To make it browsable we need to encode the chosen Telemaco style using one of the stylesheet for-

malisms that have been proposed for XML. After some experiments, we decided to adopt XSL [5],

the “Extensible Stylesheet Language”, and most of our experiences were done using Internet Ex-

plorer 5, one of the first browsers equipped with XML and XSL processors. It is worth noting that

there are currently two main contenders for associating a presentation with XML data and make

the documents browsable. One is XSL, currently still at the stage of a proposed W3C recommenda-

tion. The other one, already a W3C standard, is CSS [5], for “Cascading Style Sheets”; conceived

originally for HTML, it allows to associate with each tag in a document (and therefore with each

XML element) a set of layout properties, like, for example, the font size and face or the paragraph

5 The styling mechanism provided by Telemaco is in fact more sophisticated. For example, it offers

rapid prototyping facilities, and allows to work with sample HTML pages, from which it generates

styles, instead of directly writing style code. We do not elaborate on this here for space reasons.
6 There are several extended features of XML that currently the system does not handle; for example,

we do not use XML element attributes, as the distinction between XML elements and their attributes

is still unclear to us; we generate IDs and IDREFs, but only to a limited extent; we do not generate

extended XLinks, neither XPointers.



alignment. While we write, there is still some discussion about what should be the preferred for-

mat for styling XML documents. The two major browsers have chosen different routes: Internet

Explorer version 5 has adopted the more flexible XSL, whereas Gecko (code name for Netscape

5) only supports the more stable CSS. Note that CSS, in our experience, may be profitably used

in conjunction with XSL, by embedding it into the HTML code generated by XSL to refine the

layout of the HTML tags. We have done this in some of our experiments.

XSL is a full-fledged functional programming language for tree-like structures like XML docu-

ments that can be used to restructure them at will. In fact, the straightforward way of associating

a browsable layout to an XML document using XSL is to “restructure” it into HTML code. In

essence, a stylesheet associated with an XML document is a collection of definitions (called “tem-

plates”), that specify how to recurse down the XML tree and what output to produce when a certain

element is encountered. This output will go to the browser, which will display it on the screen. To

give an example, suppose in documents about books we have an element <Title>, like in <Title>The

HTML Sourcebook</Title>; then we may have a template in the stylesheet that specifies that, when-

ever element <Title> is encountered, a piece of HTML code must be produced by enclosing the

corresponding value between certain HTML tags, like, for example, in <FONT COLOR="red"><B>The

HTML Sourcebook</B></FONT>.

It can be seen that, like adm objects can be straightforwardly mapped to XML documents,

similarly Telemaco styles can be easily implemented as XSL stylesheets. As an outcome, our

system can easily generate both plain HTML sites or XML sites with XSL stylesheets. Although in

principle completely transparent, this operation has several subtleties. This is due to the fact that

the XSL processor is quite strict in enforcing correctness of the HTML code it produces: it is in fact

designed to produce XHTML code, the reformulation of HTML 4.0 in XML. As a consequence,

some typical errors HTML developers do – like opening and not closing tags like <P> or <TD> – are

not allowed, and produce run-time errors when the page is displayed.7 As a consequence, a certain

effort was needed in order to polish the HTML code in styles, before being able to use XSL.

Some of the XML sites we have generated, including some portions of the SIGMOD On Line

Web site (http://www.acm.org/sigmod), are available on the Araneus Project Web site [1].
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